**ТИТУЛЬНЫЙ ЛИСТ**

# **ГЛОССАРИЙ**

1. **Веб-сервис** — это программное приложение, предоставляющее функциональность или данные через интернет, обычно с помощью HTTP/HTTPS протоколов, с использованием стандартов, таких как SOAP или REST.
2. **Фронтенд (Frontend)** — это часть веб-приложения, которая отвечает за взаимодействие с пользователем, включая визуальную часть интерфейса, расположенную в браузере.
3. **Бэкенд (Backend)** — это серверная часть веб-приложения, которая обрабатывает запросы от фронтенда, выполняет бизнес-логику, работает с базой данных и управляет ресурсами.
4. **JPA (Java Persistence API)** — стандарт API в языке Java, который предоставляет способы работы с базами данных и позволяет сохранять объекты Java в реляционных базах данных.
5. **Фреймворк** — это набор библиотек и инструментов, который предоставляет основу для разработки приложений, облегчая создание, поддержку и расширение программного обеспечения.
6. **Java Spring** — это фреймворк для разработки корпоративных приложений на языке Java, предоставляющий инфраструктуру для построения масштабируемых, защищённых и легко тестируемых приложений.
7. **SGI-сервер** — сервер, предоставляющий возможность обрабатывать графику, видео и мультимедийные данные, обычно используется в задачах, требующих высокой вычислительной мощности.
8. **ER-диаграмма (Entity-Relationship Diagram)** — это графическое представление сущностей и их взаимосвязей в базе данных, используемое для проектирования и анализа структуры данных.
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# **ВВЕДЕНИЕ**

Современные технологии значительно изменили способы ведения бизнеса, и интернет-магазины стали неотъемлемой частью коммерческой сферы. В последние десятилетие развитие интернет-технологий привело к созданию множество онлайн платформ для продажи товаров и услуг, а правильно функционирование таких магазинов не возможно без надежной и масштабируемой серверной части. Бэкенд интернет-магазина играет ключевую роль в обеспечении стабильности, безопасности, быстродействия и удобства взаимодействия с пользователем.

Данная курсовая работа посвящена разработке и анализу архитектуры бэкенд-части интернет-магазина, а также созданию функционального веб-приложения, которое будет обеспечивать надежную работу платформы и простое взаимодействие с пользователем.

**Цель:** заключается в разработке серверной части интернет-ресурса, предназначенного для функционирования интернет-магазина

**Актуальность:** обусловлена ростом популярности интернет-коммерции и необходимостью создания удобных, эффективных и безопасных платформ для онлайн-продаж.

**Объект исследования:** это серверная часть интернет-магазина, включающая в себя базу данных.

**Предмет исследования:** архитектура бэкенд-части интернет-магазина, а также методы обеспечения безопасности, производительности и масштабируемости системы.

**Предполагаемый результат:** создание функционального веб-приложения интернет-магазин, включающий в себя интерфейсы для добавления товаров, отображения чужих товаров, редактирования своего профиля и просмотра чужих.

# **ОСНОВНАЯ ЧАСТЬ**

1. **Анализ предметной области**
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1. **Выбор и обоснование технологий**
2. **Разработка архитектуры на основе MVC паттерна**
3. **Разработка серверной части интернет-ресурса**
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# **ПРИЛОЖЕНИЕ**

**Файлы реализации конфигурации**

Листинг 1 – Файл MvcConfig

|  |
| --- |
| package com.cursework.kuroi.configurations;  import org.springframework.context.annotation.Configuration; import org.springframework.web.servlet.config.annotation.ResourceHandlerRegistry; import org.springframework.web.servlet.config.annotation.WebMvcConfigurer;  @Configuration public class MvcConfig implements WebMvcConfigurer {   @Override  public void addResourceHandlers(ResourceHandlerRegistry registry) {  registry.addResourceHandler("/static/\*\*")  .addResourceLocations("classpath:/static/");  } } |

Листинг 2 – Файл SecurityConfig

|  |
| --- |
| package com.cursework.kuroi.configurations;  import lombok.AllArgsConstructor; import org.springframework.context.annotation.Bean; import org.springframework.context.annotation.Configuration; import org.springframework.security.authentication.AuthenticationManager; import org.springframework.security.config.annotation.authentication.configuration.AuthenticationConfiguration; import org.springframework.security.config.annotation.method.configuration.EnableGlobalMethodSecurity; import org.springframework.security.config.annotation.web.builders.HttpSecurity; import org.springframework.security.config.annotation.web.configuration.EnableWebSecurity; import org.springframework.security.crypto.bcrypt.BCryptPasswordEncoder; import org.springframework.security.crypto.password.PasswordEncoder; import org.springframework.security.web.SecurityFilterChain;  @Configuration @EnableWebSecurity @AllArgsConstructor @EnableGlobalMethodSecurity(prePostEnabled = true) public class SecurityConfig {  @Bean  public SecurityFilterChain securityFilterChain(HttpSecurity http) throws Exception {  http  .authorizeHttpRequests((requests) -> requests  .requestMatchers("/addart", "/collection", "/order/\*\*", "/api/\*\*").authenticated()  .requestMatchers("/", "/registration", "/static/\*\*", "/images/\*\*", "/gallery/\*\*", "/{username}", "/{username}/{id}").permitAll() // Доступ без аутентификации  .anyRequest().authenticated()  )  .formLogin((form) -> form  .loginPage("/login").permitAll()  .defaultSuccessUrl("/", true) // Переход после логина  )  .logout(logout -> logout  .logoutUrl("/logout")  .logoutSuccessUrl("/")  .permitAll()  )  .exceptionHandling(exception -> exception  .authenticationEntryPoint((request, response, authException) -> {  response.sendRedirect("/login"); // Ловим ошибку: "Пользователь не авторизован"  })  );   return http.build();  }   @Bean  public AuthenticationManager authenticationManager(AuthenticationConfiguration authenticationConfiguration) throws Exception {  return authenticationConfiguration.getAuthenticationManager();  }   @Bean  public PasswordEncoder passwordEncoder() {  return new BCryptPasswordEncoder();  } } |

**Файлы реализации контролеров**

Листинг 3 – Файл AdminController

|  |
| --- |
| package com.cursework.kuroi.controllers;  import com.cursework.kuroi.models.enums.Role; import com.cursework.kuroi.services.UserService; import lombok.RequiredArgsConstructor; import lombok.extern.slf4j.Slf4j; import org.springframework.security.access.prepost.PreAuthorize; import org.springframework.stereotype.Controller; import org.springframework.ui.Model; import org.springframework.web.bind.annotation.GetMapping; import org.springframework.web.bind.annotation.PostMapping; import org.springframework.web.bind.annotation.RequestParam;  import java.security.Principal;  @Slf4j @Controller @RequiredArgsConstructor @PreAuthorize("hasAuthority('ROLE\_ADMIN')") public class AdminController {  private final UserService userService;   // Обработка GET-запросов  @GetMapping("/admin\_panel")  public String adminPage(@RequestParam(name = "searchWord", required = false) String title, Model model, Principal principal) {  if (title != null)  if (title.isEmpty())  title = null;   model.addAttribute("users", userService.getUserByKeyWord(title));  model.addAttribute("searchWord", title);   model.addAttribute("currentUser", userService.getUserByPrinciple(principal));  model.addAttribute("roles", Role.*values*());   return "admin-panel";  }   // Обработка POST-запросов  @PostMapping("/admin\_panel/edit")  public String changeUserRoles(@RequestParam("editUser") String editUserEmail, @RequestParam("newRole") String newRole) {  userService.changeUserRoles(editUserEmail, newRole);  return "redirect:/admin\_panel";  }   @PostMapping("/admin\_panel/ban")  public String banUser(@RequestParam("editUser") Long id){  userService.changeUserBanStatus(id);  return "redirect:/admin\_panel";  } } |

Листинг 4 – Файл ArtController

|  |
| --- |
| package com.cursework.kuroi.controllers;  import com.cursework.kuroi.models.Art; import com.cursework.kuroi.models.User; import com.cursework.kuroi.models.Likes; import com.cursework.kuroi.repositories.UserRepository; import com.cursework.kuroi.services.ArtService; import com.cursework.kuroi.services.UserService; import lombok.RequiredArgsConstructor; import org.springframework.stereotype.Controller; import org.springframework.ui.Model; import org.springframework.web.bind.annotation.GetMapping; import org.springframework.web.bind.annotation.PathVariable; import org.springframework.web.bind.annotation.PostMapping; import org.springframework.web.bind.annotation.RequestParam; import org.springframework.web.multipart.MultipartFile;  import java.io.IOException; import java.security.Principal; import java.time.LocalDate; import java.util.List;  @Controller @RequiredArgsConstructor public class ArtController {  private final ArtService artService;   private final UserService userService;  private final UserRepository userRepository;   // Обработка GET-запросов  @GetMapping("/gallery")  public String products(@RequestParam(name = "searchWord", required = false) String title, @RequestParam(name = "days", required = false) Long days, Principal principal, Model model) {  List<Art> arts = artService.getArts(title, days); // Получаем список объектов Art   if (days != null) {  LocalDate filterLikeDate = LocalDate.*now*().minusDays(days); // Рассчитываем дату для фильтрации   // Фильтруем лайки внутри каждого объекта Art  arts.forEach(art -> {  List<Likes> likes = art.getLikes(); // Получаем список лайков для конкретного Art  likes.removeIf(like -> like.getLikeDate().isBefore(filterLikeDate)); // Удаляем лайки, сделанные до определенной даты  });  }   // Добавляем отфильтрованный список arts в модель  model.addAttribute("arts", arts);  model.addAttribute("currentUser", artService.getUserByPrincipal(principal));  model.addAttribute("searchWord", title);   return "gallery";  }   @GetMapping("/{nickname}")  public String userProducts(@PathVariable String nickname, Principal principal, Model model) {  User currentUser = userService.getUserByPrinciple(principal);   if (userRepository.getUser\_ByUserNickName(nickname) != null) {  User find = userRepository.getUser\_ByUserNickName(nickname);   model.addAttribute("currentUser", currentUser);  model.addAttribute("findUser", find);   return "user-arts";  }   */// TODO: Можно сделать редирект на ПОЛЬЗОВАТЕЛЬ НЕ НАЙДЕН* return "redirect:/";  }   @GetMapping("/{nickname}/{id}")  public String productInfo(@PathVariable String nickname, @PathVariable Long id, Model model, Principal principal) {  Art art = artService.getArtById(id);   model.addAttribute("currentUser", artService.getUserByPrincipal(principal));   model.addAttribute("art", art);  model.addAttribute("author", userRepository.getUser\_ByUserNickName(nickname));   if (userRepository.getUser\_ByUserNickName(nickname) != null) {  if (userRepository.getUser\_ByUserNickName(nickname).getUserCollection().getCollections\_arts().contains(art)) {  model.addAttribute("isContain", true);  return "art-info";  }  }   model.addAttribute("isContain", false);  return "art-info";  }   @GetMapping("/addart")  public String addart(Principal principal, Model model) {  model.addAttribute("currentUser", artService.getUserByPrincipal(principal));  return "add-art";  }   // Обработка POST-запросов  @PostMapping("/addart")  public String createProduct(@RequestParam("file") MultipartFile file, Art art, Principal principal) throws IOException {  artService.addArt(principal, art, file);   User user = artService.getUserByPrincipal(principal);  return "redirect:/" + user.getUserNickName();  }   @PostMapping("/product/delete/{id}")  public String deleteProduct(@PathVariable Long id, Principal principal) {  artService.deleteArt(principal, id);   User user = artService.getUserByPrincipal(principal);  return "redirect:/" + user.getUserNickName();  } } |

Листинг 5 – Файл CollectionController

|  |
| --- |
| package com.cursework.kuroi.controllers;  import com.cursework.kuroi.models.Art; import com.cursework.kuroi.models.User; import com.cursework.kuroi.services.ArtService; import com.cursework.kuroi.services.UserService; import com.cursework.kuroi.services.CollectionService; import lombok.RequiredArgsConstructor; import lombok.extern.slf4j.Slf4j; import org.springframework.http.ResponseEntity; import org.springframework.stereotype.Controller; import org.springframework.ui.Model; import org.springframework.web.bind.annotation.DeleteMapping; import org.springframework.web.bind.annotation.GetMapping; import org.springframework.web.bind.annotation.PostMapping; import org.springframework.web.bind.annotation.RequestParam;  import java.security.Principal; import java.util.ArrayList; import java.util.List;   @Slf4j @Controller @RequiredArgsConstructor public class CollectionController {  private final CollectionService collectionService;  private final UserService userService;  private final ArtService artService;   @GetMapping("/collection")  public String collection(Principal principal, Model model) {  User user = userService.getUserByPrinciple(principal);  model.addAttribute("currentUser", user);   if (user.getUserCollection() != null) {  List <Art> arts = user.getUserCollection().getCollections\_arts();  model.addAttribute("arts", arts);  return "collection";  }   model.addAttribute("arts", new ArrayList<Art>());   return "collection";  }   */// Обработка POST-запроса* @PostMapping("/api/collection")  public ResponseEntity<String> addToCollection(@RequestParam(name = "user") Long userID, @RequestParam(name = "art") Long artID) {  User user = userService.getUserById(userID);  Art art = artService.getArtById(artID);   if (user != null) {  collectionService.addToCollection(user, art);  return ResponseEntity.*ok*("Add to collection");  }  return ResponseEntity.*notFound*().build();  }   */// Обработка DELETE-запроса* @DeleteMapping("/api/collection")  public ResponseEntity<String> deleteFromCollection(@RequestParam("user") Long userID, @RequestParam("art") Long artID) {  User user = userService.getUserById(userID);  Art art = artService.getArtById(artID);   if (user != null) {  collectionService.deleteFromCollection(user, art);  return ResponseEntity.*ok*("Add to collection");  }  return ResponseEntity.*notFound*().build();  } } |

Листинг 6 – Файл ImageController

|  |
| --- |
| package com.cursework.kuroi.controllers;  import com.cursework.kuroi.models.Image; import com.cursework.kuroi.repositories.ImageRepository; import lombok.RequiredArgsConstructor; import org.springframework.core.io.InputStreamResource; import org.springframework.http.MediaType; import org.springframework.http.ResponseEntity; import org.springframework.stereotype.Controller; import org.springframework.web.bind.annotation.GetMapping; import org.springframework.web.bind.annotation.PathVariable;  import java.io.ByteArrayInputStream;  @Controller @RequiredArgsConstructor public class ImageController {  private final ImageRepository imageRepository;   // Обработка GET-запросов  @GetMapping("/images/{id}")  private ResponseEntity<?> getImageById(@PathVariable Long id) {  Image image = imageRepository.findById(id).orElse(null);  return ResponseEntity.*ok*()  .header("fileName", image.getPath())  .contentType(MediaType.*valueOf*(image.getContentType()))  .contentLength(image.getSize())  .body(new InputStreamResource(new ByteArrayInputStream(image.getBytes())));  } } |

Листинг 7 – Файл LikesController

|  |
| --- |
| package com.cursework.kuroi.controllers;  import com.cursework.kuroi.models.Art; import com.cursework.kuroi.models.User; import com.cursework.kuroi.services.ArtService; import com.cursework.kuroi.services.UserService; import com.cursework.kuroi.services.LikesService; import lombok.RequiredArgsConstructor; import lombok.extern.slf4j.Slf4j; import org.springframework.http.ResponseEntity; import org.springframework.stereotype.Controller; import org.springframework.web.bind.annotation.DeleteMapping; import org.springframework.web.bind.annotation.PostMapping; import org.springframework.web.bind.annotation.RequestParam;  @Slf4j @Controller @RequiredArgsConstructor public class LikesController {  private final LikesService likesService;  private final UserService userService;  private final ArtService artService;   */// Обработка POST-запроса* @PostMapping("/api/like")  public ResponseEntity<String> addToCollection(@RequestParam(name = "user") Long userID, @RequestParam(name = "art") Long artID) {  User user = userService.getUserById(userID);  Art art = artService.getArtById(artID);   if (user != null) {  likesService.addLike(user, art);  return ResponseEntity.*ok*("Like added");  }  return ResponseEntity.*notFound*().build();  }   */// Обработка DELETE-запроса* @DeleteMapping("/api/like")  public ResponseEntity<String> deleteFromCollection(@RequestParam("user") Long userID, @RequestParam("art") Long artID) {  User user = userService.getUserById(userID);  Art art = artService.getArtById(artID);   if (user != null) {  likesService.deleteLike(user, art);  return ResponseEntity.*ok*("Like deleted");  }  return ResponseEntity.*notFound*().build();  } } |

Листинг 8 – Файл OrderController

|  |
| --- |
| package com.cursework.kuroi.controllers;  import com.cursework.kuroi.models.Art; import com.cursework.kuroi.models.User; import com.cursework.kuroi.services.ArtService; import com.cursework.kuroi.services.UserService; import com.cursework.kuroi.services.OrderService; import lombok.RequiredArgsConstructor; import lombok.extern.slf4j.Slf4j; import org.springframework.http.ResponseEntity; import org.springframework.stereotype.Controller; import org.springframework.ui.Model; import org.springframework.web.bind.annotation.GetMapping; import org.springframework.web.bind.annotation.PostMapping; import org.springframework.web.bind.annotation.RequestBody;  import java.security.Principal; import java.util.List;  @Slf4j @Controller @RequiredArgsConstructor public class OrderController {  private final UserService userService;  private final ArtService artService;  private final OrderService orderService;   @GetMapping("/order/list")  public String orderList(Model model, Principal principal) {  User currentUser = userService.getUserByPrinciple(principal);   *log*.warn("FuckDebug in GET: {}", currentUser.getOrders().size());   model.addAttribute("orderList", currentUser.getOrders());  model.addAttribute("currentUser", currentUser);  return "order-list";  }   @GetMapping("/order/{orderID}")  public String orderDetails(Model model, Principal principal) {    model.addAttribute("currentUser", userService.getUserByPrinciple(principal));  return "order-details";  }   @GetMapping("/order/make")  public String makeOrder(Model model, Principal principal) {  User currentUser = userService.getUserByPrinciple(principal);   model.addAttribute("orderList", orderService.getByUser(currentUser));   model.addAttribute("currentUser", currentUser);  return "order-make";  }   @PostMapping("/api/make-order")  public ResponseEntity<String> makeOrder(@RequestBody OrderRequest orderBody){  Long userId = orderBody.getUser();  List<Long> artIds = orderBody.getArts();  Long price = orderBody.getPrice();   User user = userService.getUserById(userId);  List<Art> arts = artService.findArtsByIds(artIds);   orderService.makeOrder(user, arts, price);   *log*.warn("FuckDebug in POST: {}", user.getOrders().size());   return ResponseEntity.*ok*("Заказ сформирован успешно");  } }  // Класс для разбивки JSON class OrderRequest {  private Long user;  private Long price;  private List<Long> arts;   // Геттеры и сеттеры  public Long getUser() {  return user;  }   public void setUser(Long user) {  this.user = user;  }   public Long getPrice() {  return price;  }   public void setPrice(Long price) {  this.price = price;  }   public List<Long> getArts() {  return arts;  }   public void setArts(List<Long> arts) {  this.arts = arts;  } } |

Листинг 9 – Файл UserController

|  |
| --- |
| package com.cursework.kuroi.controllers;  import com.cursework.kuroi.models.User; import com.cursework.kuroi.services.UserService; import jakarta.servlet.http.HttpServletRequest; import lombok.RequiredArgsConstructor; import lombok.extern.slf4j.Slf4j; import org.springframework.stereotype.Controller; import org.springframework.ui.Model; import org.springframework.web.bind.annotation.GetMapping; import org.springframework.web.bind.annotation.PostMapping; import org.springframework.web.multipart.MultipartFile;  import java.io.IOException; import java.security.Principal;  @Slf4j @Controller @RequiredArgsConstructor public class UserController {  private final UserService userService;   // Обработка GET-запросов  @GetMapping("/")  public String home(Principal principal, Model model) {  model.addAttribute("currentUser", userService.getUserByPrinciple(principal));  return "home";  }   @GetMapping("/login")  public String login(Principal principal, Model model) {  model.addAttribute("currentUser", userService.getUserByPrinciple(principal));  return "login";  }   @GetMapping("/registration")  public String registration(Principal principal, Model model) {  model.addAttribute("currentUser", userService.getUserByPrinciple(principal));  return "registration";  }   @GetMapping("/account")  public String account(Principal principal, Model model) {  model.addAttribute("currentUser", userService.getUserByPrinciple(principal));  return "account";  }    @GetMapping("/account/edit")  public String accountEdit(Principal principal, Model model) {  model.addAttribute("currentUser", userService.getUserByPrinciple(principal));  return "account-edit";  }   @GetMapping("/current-user")  public User currentUser(Principal principal, Model model) {  model.addAttribute("currentUser", userService.getUserByPrinciple(principal));  return userService.getUserByPrinciple(principal);  }   // Обработка POST-запросов  // *Todo:* // *Сделать так что бы после регистрации у нас был автоматический вход* // *Сделать возвращаемое значение метода addUser на Long|String и т.п. что бы ловить код ошибки при регистрации (такой никнейм уже есть такой емаил уже есть) ТОЖЕ САМОЕ СДЕЛАТЬ В ЛОГИНЕ* @PostMapping("/registration")  public String createUser(User user, Model model, HttpServletRequest request) {  if (!userService.addUser(user)) {  model.addAttribute("errorMessage", "Пользователь с email: " + user.getUserEmail() + " уже существует");  return "registration";  }   return "redirect:/login";  }   @PostMapping("/account/edit")  public String editUser(Principal principal, String userBIO, String userNickName, MultipartFile userAvatar, Model model, MultipartFile userBanner) throws IOException {  model.addAttribute("currentUser", userService.getUserByPrinciple(principal));   if (userService.changeUserInformation(principal, userBIO, userNickName, userAvatar, userBanner)) {  return "redirect:/account";  }   model.addAttribute("errorMessage", "ERROR");  return "account-edit";  } } |

**Файлы реализации моделей**

Листинг 10 – Файл для ролей пользователя Role

|  |
| --- |
| package com.cursework.kuroi.models.enums;   import org.springframework.security.core.GrantedAuthority;  public enum Role implements GrantedAuthority {  *ROLE\_USER*, *ROLE\_ADMIN*;   @Override  public String getAuthority() {  return name();  } } |

Листинг 11 – Файл Art

|  |
| --- |
| package com.cursework.kuroi.models;  import jakarta.persistence.\*; import lombok.AllArgsConstructor; import lombok.Data; import lombok.NoArgsConstructor;  import java.time.LocalDate; import java.util.ArrayList; import java.util.List;  @Data @Entity @NoArgsConstructor @AllArgsConstructor @Table(name = "arts") public class Art {  @Id  @GeneratedValue(strategy = GenerationType.*IDENTITY*)  private Long artID;   private String title;   @ManyToOne(cascade = CascadeType.*REFRESH*)  @JoinColumn  private User author;   @ManyToMany(mappedBy = "collections\_arts")  private List<UserCollection> userCollections = new ArrayList<>();   @ManyToMany(mappedBy = "liked\_arts")  private List<Likes> likes = new ArrayList<>();   @ManyToMany(mappedBy = "arts")  private List<Order> arts = new ArrayList<>();   @OneToOne(cascade = CascadeType.*ALL*)  private Image image;   private String description;   private LocalDate publishDate;   // Производим инициализайцию  @PrePersist  protected void init() {  publishDate = LocalDate.*now*();  } } |

Листинг 12 – Файл Image

|  |
| --- |
| package com.cursework.kuroi.models;  import jakarta.persistence.\*; import lombok.AllArgsConstructor; import lombok.Data; import lombok.NoArgsConstructor;  @Data @Entity @NoArgsConstructor @AllArgsConstructor @Table(name = "images") public class Image {  @Id  @GeneratedValue(strategy = GenerationType.*IDENTITY*)  private Long imageID;   private String path;   private String contentType;   private Long size;   @Lob  private byte[] bytes;   @ManyToOne(cascade = CascadeType.*REFRESH*)  @JoinColumn  private Art art;   @OneToOne(cascade = CascadeType.*REFRESH*)  private User userAvatar;   @OneToOne(cascade = CascadeType.*REFRESH*)  private User userBanner; } |

Листинг 13 – Файл Likes

|  |
| --- |
| package com.cursework.kuroi.models;  import jakarta.persistence.\*; import lombok.AllArgsConstructor; import lombok.Data; import lombok.NoArgsConstructor;  import java.time.LocalDate; import java.util.ArrayList; import java.util.List;  @Data @Entity @NoArgsConstructor @AllArgsConstructor @Table(name = "users\_likes") public class Likes {  @Id  @GeneratedValue(strategy = GenerationType.*IDENTITY*)  private Long likeID;   @ManyToMany(cascade = { CascadeType.*REFRESH* })  @JoinTable(  name = "LikeToUser",  joinColumns = { @JoinColumn(name = "userID") },  inverseJoinColumns = { @JoinColumn(name = "likeID") }  )  private List<User> liked\_users = new ArrayList<>();   @ManyToMany(cascade = { CascadeType.*REFRESH* })  @JoinTable(  name = "LikeToArt",  joinColumns = { @JoinColumn(name = "artID") },  inverseJoinColumns = { @JoinColumn(name = "likeID") }  )  private List<Art> liked\_arts = new ArrayList<>();    // Добавляем время лайка  private LocalDate likeDate = LocalDate.*now*(); } |

Листинг 14 – Файл Order

|  |
| --- |
| package com.cursework.kuroi.models;  import jakarta.persistence.\*; import lombok.AllArgsConstructor; import lombok.Data; import lombok.NoArgsConstructor;  import java.time.LocalDate; import java.util.ArrayList; import java.util.List;  @Data @Entity @NoArgsConstructor @AllArgsConstructor @Table(name = "orders") public class Order {  @Id  @GeneratedValue(strategy = GenerationType.*IDENTITY*)  private Long orderID;   private LocalDate orderDate = LocalDate.*now*();   private String orderStatus;   private Long price;   @ManyToMany  @JoinTable(  name = "order\_art",  joinColumns = @JoinColumn(name = "order\_id"),  inverseJoinColumns = @JoinColumn(name = "art\_id")  )  private List<Art> arts = new ArrayList<>();   @ManyToOne  private User user; } |

Листинг 15 – Файл User

|  |
| --- |
| package com.cursework.kuroi.models;  import com.cursework.kuroi.models.enums.Role; import jakarta.persistence.\*; import lombok.AllArgsConstructor; import lombok.Data; import lombok.NoArgsConstructor; import org.springframework.security.core.GrantedAuthority; import org.springframework.security.core.userdetails.UserDetails;  import java.time.LocalDate; import java.util.\*;   @Data @Entity @NoArgsConstructor @AllArgsConstructor @Table(name = "users") public class User implements UserDetails {  @Id  @GeneratedValue(strategy = GenerationType.*IDENTITY*)  private Long userID;   private String userBIO;   @Column(unique = true)  private String userNickName;   @Column(unique = true)  private String userEmail;   @OneToOne(cascade = CascadeType.*ALL*)  private UserCollection userCollection;   private String password;   private boolean active;   private LocalDate createAt;   @ElementCollection(targetClass = Role.class, fetch = FetchType.*EAGER*)  @CollectionTable(name = "user\_role", joinColumns = @JoinColumn(name = "user\_id"))  @Enumerated(EnumType.*STRING*)  private Set<Role> roles = new HashSet<>();   @OneToOne(cascade = CascadeType.*ALL*)  @JoinColumn  private Image image;   @OneToOne(cascade = CascadeType.*ALL*)  @JoinColumn  private Image banner;   @OneToMany(mappedBy = "author")  private List<Art> arts = new ArrayList<>();   @ManyToMany(mappedBy = "liked\_users")  private List<Likes> likes = new ArrayList<>();   @OneToMany(mappedBy = "user")  private List<Order> orders = new ArrayList<>();   // Производим инициализацию  @PrePersist  private void init() {  createAt = LocalDate.*now*();  }   // Методы SpringSecurity  public boolean isAdmin() {  return roles.contains(Role.*ROLE\_ADMIN*);  }   @Override  public Collection<? extends GrantedAuthority> getAuthorities() {  return roles;  }   @Override  public String getUsername() {  return userEmail;  }   @Override  public boolean isAccountNonExpired() {  return true;  }   @Override  public boolean isAccountNonLocked() {  return true;  }   @Override  public boolean isCredentialsNonExpired() {  return true;  }   @Override  public boolean isEnabled() {  return active;  }   public void addArt(Art art) {  art.setAuthor(this);  arts.add(art);  } } |

Листинг 16 – Файл UserCollection

|  |
| --- |
| package com.cursework.kuroi.models;  import jakarta.persistence.\*; import lombok.AllArgsConstructor; import lombok.Data; import lombok.NoArgsConstructor;  import java.util.ArrayList; import java.util.List;  @Data @Entity @NoArgsConstructor @AllArgsConstructor @Table(name = "users\_collections") public class UserCollection {  @Id  @GeneratedValue(strategy = GenerationType.*IDENTITY*)  private Long collectionID;   @OneToOne(cascade = CascadeType.*ALL*)  private User user;   @ManyToMany(cascade = { CascadeType.*ALL* })  @JoinTable(  name = "CollectionToArt",  joinColumns = { @JoinColumn(name = "artID") },  inverseJoinColumns = { @JoinColumn(name = "collectionID") }  )  private List<Art> collections\_arts = new ArrayList<>(); } |

**Файлы реализации репозиториев**

Листинг 17 – Файл ArtRepository

|  |
| --- |
| package com.cursework.kuroi.repositories;  import com.cursework.kuroi.models.Art; import org.springframework.data.jpa.repository.JpaRepository; import org.springframework.data.jpa.repository.JpaSpecificationExecutor; import org.springframework.data.jpa.repository.Query; import org.springframework.data.repository.query.Param; import org.springframework.stereotype.Repository;  import java.time.LocalDate; import java.util.List;  @Repository public interface ArtRepository extends JpaRepository<Art, Long>, JpaSpecificationExecutor<Art> { } |

Листинг 18 – Файл CollectionRepository

|  |
| --- |
| package com.cursework.kuroi.repositories;  import com.cursework.kuroi.models.UserCollection; import org.springframework.data.jpa.repository.JpaRepository; import org.springframework.stereotype.Repository;  @Repository public interface CollectionRepository extends JpaRepository <UserCollection, Long> {  UserCollection getByUserUserID(Long userID); } |

Листинг 19 – Файл ImageRepository

|  |
| --- |
| package com.cursework.kuroi.repositories;  import com.cursework.kuroi.models.Image; import org.springframework.data.jpa.repository.JpaRepository; import org.springframework.stereotype.Repository;  @Repository public interface ImageRepository extends JpaRepository<Image, Long> { } |

Листинг 20 – Файл LikesRepository

|  |
| --- |
| package com.cursework.kuroi.repositories;  import com.cursework.kuroi.models.Likes; import org.springframework.data.jpa.repository.JpaRepository; import org.springframework.data.jpa.repository.Query; import org.springframework.data.repository.query.Param; import org.springframework.stereotype.Repository;  @Repository public interface LikesRepository extends JpaRepository<Likes, Long> {   @Query("SELECT l FROM Likes l JOIN l.liked\_users u JOIN l.liked\_arts a WHERE u.userID = :userId AND a.artID = :artId")  Likes getLikeByUserAndArt(@Param("userId") Long userId, @Param("artId") Long artId);  } |

Листинг 21 – Файл OrderRepository

|  |
| --- |
| package com.cursework.kuroi.repositories;  import com.cursework.kuroi.models.User; import com.cursework.kuroi.models.Order; import org.springframework.data.jpa.repository.JpaRepository;  import java.util.List;  public interface OrderRepository extends JpaRepository<Order, Long> {   List<Order> getByUser(User user); } |

Листинг 22 – Файл UserRepository

|  |
| --- |
| package com.cursework.kuroi.repositories;  import com.cursework.kuroi.models.User; import org.springframework.data.jpa.repository.JpaRepository; import org.springframework.data.jpa.repository.Query; import org.springframework.data.repository.query.Param; import org.springframework.stereotype.Repository;  import java.util.List;  @Repository public interface UserRepository extends JpaRepository<User, Long> {  User getUser\_ByUserID(Long userId);  User getUser\_ByUserEmail(String userEmail);  User getUser\_ByUserNickName(String userNickName);   @Query("SELECT p FROM User p WHERE p.userID = :keyword OR p.userEmail LIKE %:keyword% OR p.userNickName LIKE %:keyword%")  List<User> getUsers\_ByKeyword(@Param("keyword") String keyword); } |

**Файлы реализации сервисов**

Листинг 23 – Файл ArtService

|  |
| --- |
| package com.cursework.kuroi.services;  import com.cursework.kuroi.models.Art; import com.cursework.kuroi.models.Image; import com.cursework.kuroi.models.User; import com.cursework.kuroi.repositories.ArtRepository; import com.cursework.kuroi.repositories.UserRepository; import lombok.RequiredArgsConstructor; import lombok.extern.slf4j.Slf4j; import org.springframework.data.jpa.domain.Specification; import org.springframework.stereotype.Service; import org.springframework.web.multipart.MultipartFile;  import java.io.IOException; import java.security.Principal; import java.time.LocalDate; import java.util.List; import java.util.Optional; import java.util.stream.Collectors;  @Slf4j @Service @RequiredArgsConstructor public class ArtService {  private final ArtRepository artRepository;  private final UserRepository userRepository;   public List<Art> getArts(String keyword, Long date) {  Specification<Art> spec = Specification.*where*(null);   // Добавляем условия по ключевому слову, если оно передано  if (keyword != null) {  spec = spec.and((root, query, criteriaBuilder) ->  criteriaBuilder.or(  criteriaBuilder.like(root.get("title"), "%" + keyword + "%"),  criteriaBuilder.like(root.get("description"), "%" + keyword + "%"),  criteriaBuilder.like(root.get("author").get("userNickName"), "%" + keyword + "%")  )  );  }   // Добавляем условия по дате, если она передана  if (date != null) {  LocalDate filterDate = LocalDate.*now*().minusDays(date);  spec = spec.and((root, query, criteriaBuilder) ->  criteriaBuilder.greaterThanOrEqualTo(root.get("publishDate"), filterDate)  );  }   // сортировка по размеру списка Likes  spec = spec.and((root, query, criteriaBuilder) -> {  assert query != null;  query.orderBy(criteriaBuilder.desc(criteriaBuilder.size(root.get("likes"))));  return criteriaBuilder.conjunction();  });   // Выполняем запрос с построенной спецификацией  return artRepository.findAll(spec);  }   public Art getArtById(Long id) {  return artRepository.findById(id).orElse(null);  }   public boolean addArt(Principal principal, Art art, MultipartFile file) throws IOException {  User user = getUserByPrincipal(principal);    if (file.getSize() != 0) {  Image image = new Image();   art.setAuthor(user);   image.setPath("img" + image.getImageID());  image.setContentType(file.getContentType());  image.setSize(file.getSize());  image.setBytes(file.getBytes());  image.setArt(art);   art.setImage(image);   user.addArt(art);   artRepository.save(art);  userRepository.save(user);   return true;  }  return false;  }   public boolean deleteArt(Principal principal, Long id) {  Art tempArt = artRepository.findById(id).orElse(null);  User tempUser = getUserByPrincipal(principal);  if (tempArt != null && tempUser != null && tempArt.getAuthor().getUserID().equals(tempUser.getUserID())) {  artRepository.deleteById(id);  return true;  }  return false;  }   public User getUserByPrincipal(Principal principal) {  if (principal == null) return new User();  return userRepository.getUser\_ByUserEmail(principal.getName());  }   public List<Art> findArtsByIds(List<Long> artIds) {  // Преобразуем список ID в список объектов Art  return artIds.stream()  .map(artRepository::findById) // Поиск по каждому ID  .filter(Optional::isPresent) // Убираем отсутствующие элементы  .map(Optional::get) // Получаем объекты из Optional  .collect(Collectors.*toList*());  } } |

Листинг 24 – Файл CollectionService

|  |
| --- |
| package com.cursework.kuroi.services;  import com.cursework.kuroi.models.Art; import com.cursework.kuroi.models.User; import com.cursework.kuroi.models.UserCollection; import com.cursework.kuroi.repositories.CollectionRepository; import lombok.RequiredArgsConstructor; import lombok.extern.slf4j.Slf4j; import org.springframework.stereotype.Service;  @Slf4j @Service @RequiredArgsConstructor public class CollectionService {  private final CollectionRepository userCollectionRepository;   public void addToCollection(User user, Art art) {  UserCollection userCollection = userCollectionRepository.getByUserUserID(user.getUserID());   if (userCollection == null) {  userCollection = new UserCollection();  userCollection.setUser(user);  }   userCollection.getCollections\_arts().add(art);  user.setUserCollection(userCollection);   art.getUserCollections().add(userCollection);   userCollectionRepository.save(userCollection);  }   public void deleteFromCollection(User user, Art art) {  UserCollection userCollection = userCollectionRepository.getByUserUserID(user.getUserID());   if (userCollection != null) {  userCollection.getCollections\_arts().remove(art);  userCollectionRepository.save(userCollection);  }  } } |

Листинг 25 – Файл CustomUserDetailService

|  |
| --- |
| package com.cursework.kuroi.services;  import com.cursework.kuroi.repositories.UserRepository; import lombok.RequiredArgsConstructor; import lombok.extern.slf4j.Slf4j; import org.springframework.security.core.userdetails.UserDetails; import org.springframework.security.core.userdetails.UserDetailsService; import org.springframework.security.core.userdetails.UsernameNotFoundException; import org.springframework.stereotype.Service;  @Slf4j @Service @RequiredArgsConstructor public class CustomUserDetailService implements UserDetailsService {  private final UserRepository userRepository;   @Override  public UserDetails loadUserByUsername(String email) throws UsernameNotFoundException {  return userRepository.getUser\_ByUserEmail(email);  } } |

Листинг 26 – Файл LikesService

|  |
| --- |
| package com.cursework.kuroi.services;  import com.cursework.kuroi.models.Art; import com.cursework.kuroi.models.User; import com.cursework.kuroi.models.Likes; import com.cursework.kuroi.repositories.LikesRepository; import lombok.RequiredArgsConstructor; import lombok.extern.slf4j.Slf4j; import org.springframework.stereotype.Service;  @Slf4j @Service @RequiredArgsConstructor public class LikesService {  private final LikesRepository likesRepository;   public void addLike(User user, Art art) {  Likes likes = new Likes();   likes.getLiked\_users().add(user);  likes.getLiked\_arts().add(art);   user.getLikes().add(likes);  art.getLikes().add(likes);   likesRepository.save(likes);  }   public void deleteLike(User user, Art art) {  Likes likes = likesRepository.getLikeByUserAndArt(user.getUserID(), art.getArtID());   if (likes != null) {  likesRepository.delete(likes);  }  } } |

Листинг 27 – Файл OrderService

|  |
| --- |
| package com.cursework.kuroi.services;  import com.cursework.kuroi.models.Art; import com.cursework.kuroi.models.User; import com.cursework.kuroi.models.Order; import com.cursework.kuroi.repositories.ArtRepository; import com.cursework.kuroi.repositories.UserRepository; import com.cursework.kuroi.repositories.OrderRepository; import lombok.RequiredArgsConstructor; import lombok.extern.slf4j.Slf4j; import org.springframework.stereotype.Service;  import java.util.List;  @Slf4j @Service @RequiredArgsConstructor public class OrderService {  private final OrderRepository orderRepository;  private final ArtRepository artRepository;  private final UserRepository userRepository;   public void makeOrder(User user, List<Art> artsOrder, Long price) {  Order order = new Order();   order.setOrderStatus("Ожидание оплаты");  order.setArts(artsOrder);  order.setUser(user);  order.setPrice(price);   List <Order> userOrders = user.getOrders();  userOrders.add(order);  user.setOrders(userOrders);  *log*.warn("FuckDebug in service {}", user.getOrders().size());   orderRepository.save(order);  }   public void changeOrderStatus(Order order, String status) {  order.setOrderStatus(status);  }   public List<Order> getByUser(User user) {  return orderRepository.getByUser(user);  } } |

Листинг 28 – Файл UserService

|  |
| --- |
| package com.cursework.kuroi.services;  import com.cursework.kuroi.models.\*; import com.cursework.kuroi.models.enums.Role; import com.cursework.kuroi.repositories.ImageRepository; import com.cursework.kuroi.repositories.UserRepository; import jakarta.transaction.Transactional; import lombok.AllArgsConstructor; import lombok.extern.slf4j.Slf4j; import org.springframework.security.crypto.password.PasswordEncoder; import org.springframework.stereotype.Service; import org.springframework.web.multipart.MultipartFile;  import java.io.IOException; import java.security.Principal; import java.util.\*; import java.util.stream.Collectors;  @Slf4j @Service @AllArgsConstructor public class UserService {  private final UserRepository userRepository;  private final ImageRepository imageRepository;  private final PasswordEncoder passwordEncoder;   public boolean addUser(User user) {  String email = user.getUserEmail();   if (userRepository.getUser\_ByUserEmail(email) != null) return false;   // Натсройка пользовотеля по умолчанию  user.setActive(true);  user.getRoles().add(Role.*ROLE\_USER*);  user.setPassword(passwordEncoder.encode(user.getPassword()));   UserCollection userCollection = new UserCollection();  userCollection.setUser(user);  user.setUserCollection(userCollection);   userRepository.save(user);  return true;  }   public List<User> getUserByKeyWord(String keyword) {  if (keyword != null) return userRepository.getUsers\_ByKeyword(keyword);  return userRepository.findAll();  }   public List<User> getAll() {  return userRepository.findAll();  }   public void changeUserBanStatus(Long id) {  User user = userRepository.findById(id).orElse(null);  if (user != null) {  user.setActive(!user.isActive());  userRepository.save(user);  }  }   public void changeUserRoles(String userEmail, String newRole) {  Set<String> roles = Arrays.*stream*(Role.*values*()).map(Enum::name).collect(Collectors.*toSet*());  User user = userRepository.getUser\_ByUserEmail(userEmail);   user.getRoles().clear();   if (roles.contains(newRole))  user.getRoles().add(Role.*valueOf*(newRole));   userRepository.save(user);  }   public User getUserByPrinciple(Principal principal) {  if (principal == null) return new User();  return userRepository.getUser\_ByUserEmail(principal.getName());  }   @Transactional  public boolean changeUserInformation(Principal principal, String userBIO, String userNickName, MultipartFile userImageFile, MultipartFile userBannerImage) throws IOException {  User userFromDB = userRepository.getUser\_ByUserEmail(getUserByPrinciple(principal).getUserEmail());   // Изменение фото, если есть  if (userImageFile.getSize() != 0) {  Image image = new Image();  if (userFromDB.getImage() != null)  image = imageRepository.findById(userFromDB.getImage().getImageID()).orElse(null);   image.setPath("img" + image.getImageID());  image.setContentType(userImageFile.getContentType());  image.setSize(userImageFile.getSize());  image.setBytes(userImageFile.getBytes());  image.setUserAvatar(userFromDB);   userFromDB.setImage(image);  }   // Изменение фото, если есть  if (userBannerImage.getSize() != 0) {  Image image = new Image();  if (userFromDB.getBanner() != null)  image = imageRepository.findById(userFromDB.getBanner().getImageID()).orElse(null);   image.setPath("img" + image.getImageID());  image.setContentType(userBannerImage.getContentType());  image.setSize(userBannerImage.getSize());  image.setBytes(userBannerImage.getBytes());  image.setUserBanner(userFromDB);   userFromDB.setBanner(image);  }   if (userRepository.getUser\_ByUserNickName(userNickName) == null || Objects.*equals*(userFromDB.getUserNickName(), userNickName))  userFromDB.setUserNickName(userNickName);  else  return false;   // Изменение имени  userFromDB.setUserBIO(userBIO);   return true;  }    public User getUserById(Long userID) {  return userRepository.getUser\_ByUserID(userID);  } } |

**JavaScript файл для обработки**

Листинг 29 – Файл UserService

|  |
| --- |
| const *csrfToken* = *document*.querySelector('meta[name="\_csrf"]').getAttribute('content'); function toggleCollection(action, userID, artID) {  const isAdding = action === 'POST';  fetch(`/api/collection`, {  method: action,  headers: {  'Content-Type': 'application/x-www-form-urlencoded',  'X-CSRF-TOKEN': *csrfToken* },  body: new URLSearchParams({  'user': userID,  'art': artID  }).toString()  })  .then(response => response.text())  .then(data => {  *console*.log(data);  const button = *document*.getElementById('btn\_collection');  button.textContent = isAdding ? "Удалить штуку с полки" : "Добавить штуку на полку";  button.setAttribute('onclick', `toggleCollection('${isAdding ? 'DELETE' : 'POST'}', ${userID}, ${artID})`);  })  .catch(error => *console*.error('Error:', error)); } function toggleLike(action, userID, artID) {  const isAdding = action === 'POST';  fetch(`/api/like`, {  method: action,  headers: {  'Content-Type': 'application/x-www-form-urlencoded',  'X-CSRF-TOKEN': *csrfToken* },  body: new URLSearchParams({  'user': userID,  'art': artID  }).toString()  })  .then(response => response.text())  .then(data => {  *console*.log(data);  const card = *document*.getElementById('CARD' + artID)   const like = card.querySelector('#likesDiv');  like.classList.toggle('liked', isAdding);  like.setAttribute('onclick', `toggleLike('${isAdding ? 'DELETE' : 'POST'}', ${userID}, ${artID})`);   const likesCount = card.querySelector('#likesCount');  const value = parseInt(likesCount.textContent);  likesCount.textContent = isAdding ? value + 1 : value - 1;  })  .catch(error => *console*.error('Error:', error)); }   // Код для формирования заказа let *orderItems* = []; let *totalPrice* = parseFloat('0');  function addSticker(artID) {  const artElement = *document*.getElementById('SID' + artID);  if (!artElement) {  *console*.error("Card with ID SID" + artID + " not found");  return;  }  const artImageID = artElement.querySelector('img').src;   let existingItem = *orderItems*.find(item => item.artID === artID);  if (existingItem) {  existingItem.quantity += 1;  } else {  *orderItems*.push({  artID: artID,  imageID: artImageID,  width: 50,  height: 50,  quantity: 100,  price: 500  });  }  updateOrderList();  callProcessItem(artID) }  function updateOrderList() {  const orderList = *document*.getElementById('order-list');  orderList.innerHTML = '';   *orderItems*.forEach(item => {  const orderItemDiv = *document*.createElement('div');  orderItemDiv.classList.add('mb-3');  orderItemDiv.innerHTML = `  <div class="sticker-card form-group mb-3" id="cart-${item.artID}">  <div class="card">  <div class="card-body">  <div class="row justify-content-between g-2 mb-2">  <div class="col-12 col-sm-3 col-md-4">  <img class="card-img img-fluid" src="${item.imageID}" style="max-height: 300px; object-fit: contain; alt="...">  </div>  <div class="col-12 col-sm-9 col-md-8">  <div class="col-8 col-sm-5 col-md-6">  <div class="container mb-2" style="white-space: nowrap;">  <div class="row justify-content-center justify-content-md-start form-h-div g-1">  <label for="id\_form-${item.artID}-height">Высота: (мм)</label>  <div class="col-auto">  <button type="button" class="btn btn-sm dark-blue-lutra-btn-outline h-100" onclick="changeField(this, 'h', '-', '${item.artID}')">-</button>  </div>  <div class="col col-sm-6 col-md">  <input type="number" name="form-${item.artID}-height" value="${item.height}" min="10" max="500" onchange="callProcessItem(${item.artID})" class="text-center form-control" step="any" id="id\_form-${item.artID}-h">  </div>  <div class="col-auto">  <button type="button" class="btn btn-sm dark-blue-lutra-btn-outline h-100" onclick="changeField(this, 'h', '+', '${item.artID}')">+</button>  </div>  </div>  </div>  <div class="container mb-2" style="white-space: nowrap;">  <div class="row justify-content-center justify-content-md-start g-1 form-w-div">  <label for="id\_form-${item.artID}-width">Ширина: (мм)</label>  <div class="col-auto">  <button type="button" class="btn btn-sm dark-blue-lutra-btn-outline h-100 width-plus" onclick="changeField(this, 'w', '-', '${item.artID}')">-</button>  </div>  <div class="col col-sm-6 col-md">  <input type="number" name="form-${item.artID}-width" value="${item.width}" min="10" max="500" onchange="callProcessItem(${item.artID})" class="text-center form-control" step="any" id="id\_form-${item.artID}-w">  </div>  <div class="col-auto">  <button type="button" class="btn btn-sm dark-blue-lutra-btn-outline h-100 width-minus" onclick="changeField(this, 'w', '+', '${item.artID}')">+</button>  </div>  </div>  </div>  <div class="container " style="white-space: nowrap;">  <div class="row justify-content-center justify-content-md-start g-1 form-quantity-div">  <label class="" for="id\_form-${item.artID}-quantity">Количество:</label>  <div class="col-auto">  <button type="button" class="btn btn-sm dark-blue-lutra-btn-outline h-100" onclick="changeField(this, 'quantity', '-', '${item.artID}')">-</button>  </div>  <div class="col col-sm-6 col-md">  <input type="number" name="form-${item.artID}-quantity" value="${item.quantity}" min="1" class="text-center form-control" onchange="callProcessItem(${item.artID})" max="100000" step="any" id="id\_form-${item.artID}-quantity">  </div>  <div class="col-auto">  <button type="button" class="btn btn-sm dark-blue-lutra-btn-outline h-100" onclick="changeField(this, 'quantity', '+', '${item.artID}')">+</button>  </div>  </div>  </div>  </div>  </div>  </div>  <div class="row justify-content-between">  <div class="col align-self-baseline">  <button type="button" class="btn btn-sm btn-outline-danger" onclick="removeItem(${item.artID})">Удалить</button>  </div>  <div class="col align-self-center text-end"><span class="" id="item\_price">${item.price}</span></div>  </div>  </div>  </div>  </div>  `;  orderList.appendChild(orderItemDiv);  }); }  function removeItem(artID) {  orderItems = orderItems.filter(item => item.artID !== artID);  updateOrderList(); }  function changeField(button, type, operation, formID) {  const inputField = document.querySelector(`#id\_form-${formID}-${type}`);  let value = parseFloat(inputField.value);   if (operation === '+') {  value += 1;  } else if (operation === '-') {  value -= 1;  }   const item = orderItems.find(item => item.artID === parseInt(formID));   if (type === 'h' && value >= 10 && value <= 500) {  inputField.value = value;  item.height = value;   } else if (type === 'w' && value >= 10 && value <= 500) {  inputField.value = value;  item.width = value;  } else if (type === 'quantity' && value >= 1 && value <= 100000) {  inputField.value = value;  item.quantity = value;  }   callProcessItem(formID, formID); }  function callProcessItem(ID) {  const form = document.getElementById(`cart-${ID}`);   const item = orderItems.find(item => item.artID === parseInt(ID));    const height = item.height;  const width = item.width;  const quantity = item.quantity;   const costPerUnit = 20;  const baseCost = (height \* width \* costPerUnit) / 10000;  let totalCost = baseCost \* quantity;   item.price = totalCost.toFixed(2);   const priceElement = form.querySelector(`#item\_price`);  priceElement.innerHTML = `Стоимость: ${item.price} ₽`;   totalPrice = parseFloat('0');  orderItems.forEach(temp => totalPrice += parseFloat(temp.price));   const total = document.getElementById(`itemsPrice`);  total.textContent = totalPrice; }   function makeOrder(userID) {  // Собрать все artID из orderItems  const artIDs = orderItems.map(item => item.artID);   // Отправить данные на сервер  fetch(`/api/make-order`, {  method: 'POST',  headers: {  'Content-Type': 'application/json', // Используем JSON  'X-CSRF-TOKEN': csrfToken  },  body: JSON.stringify({  user: userID,  price: totalPrice,  arts: artIDs // Передаем массив artID  })  })  .then(response => {  if (!response.ok) {  throw new Error(`HTTP error! Status: ${response.status}`);  }  window.location.href = "/order/list";  })  .then(data => {  console.log('Order created successfully:', data);  })  .catch(error => console.error('Error:', error)); } |